**The following operators belong to Set operators category**  
Distinct  
Union  
Intersect  
Except   
  
   
  
We discussed **Distinct**operator in [Part 26](http://csharp-video-tutorials.blogspot.com/2014/08/part-26-set-operators-in-linq.html). In this video we will discuss **Union**, **Intersect** and **Except**operators.  
  
**Union**combines two collections into one collection while removing the duplicate elements.  
  
**Example 1:**numbers1 and numbers2 collections are combined into a single collection. Notice that, the duplicate elements are removed.

int[] numbers1 = { 1, 2, 3, 4, 5 };

int[] numbers2 = { 1, 3, 6, 7, 8 };

var result = numbers1.Union(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output:**   
![union in linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAABnCAIAAACCQ4VyAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAADUSURBVFiF7ZfRDsMgCEXZ0g/j0/m0PZg0HSNAKVrsvG9Nc1XgKAqw5BURKX/fAQ8AbGcNmogoskhTU9he7Ps3E4gYG/p28djgOzxvYEc+FFaCBeAoX023SXMRj+LnKdkN52YrqbFMBuFKOkua9rVFyM7fb9zm5DipbtMpUoAuLV+wNY+eeqHcpgc8bdEzCh8iGWV5v8EjyAzeS+TWYeag1J1rnZNFldffOl64xjIpz4aIzdCZSaf+iUlnozLOyeJvHCj0zBmL8hSa4t1971ny5NiW4ANCOcEolNhMhQAAAABJRU5ErkJggg==)   
  
When **comparing elements**, just like **Distinct()**method, **Union(), Intersect()**and **Except()**methods work in a slightly different manner with **complex types**like **Employee, Customer**etc.   
  
**Example 2 :**Notice that in the output the duplicate employee objects are not removed. This is because, the default comparer is being used which will **just check for object references being equal**and not the individual property values.

List<Employee> list1 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Susy"},

    new Employee { ID = 103, Name = "Mary"}

};

List<Employee> list2 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 104, Name = "John"}

};

var result = list1.Union(list2);

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output :**   
![union in linq example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAABICAIAAABtMtw3AAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAJaSURBVHic7ZpdcsUgCIVtpwtz6S6tD85Yi4AY/3PP93ZNMhBEwrnqHAAAAAAA6OFLuhBC8N6TkfxneZWMTCU6kyySn9INrnDbzrfiB+tZhNxT3r+GaNdivX8Wf1jbOifEqOrA8ASnkSrzhcCuwe3xysmdkeKVr03L/U5afTor65FO9IT4k+qDRBkmtqQQaE7pHJU7kdZpK2u/s71XW6RKG9fhvQ8hkC+15aXaVt/tYYpICy1GUHqK9lPlrWVLottbE02ln2JdIv3Ug4oOANjFAN23a50fUV/KrwAZST/zcf3bMc/DNXZ7dd/nMEb37UX6s4XtJJoeyRmm+xQbM0gvZkxwu76TaIuUZGBxmCJNr83q4Saac6q0sSVMKZuagpVE3wOLvbqPuHtssVciS5yXpvxW3edqFdplcs+o77YsjvuoLgixR/8Qjmj0X8atuo/tKqda793v6+/oesh9mE2v7tu+tpfNTa/uOxB2IqXWwf1fudN1X7Vtm4SX9/vIlEs9s50xum9XnXLytCkS9dl0vm2/ryoG2TS0MED3nV+5dBbpPndeP8UWb4uT0H0moPsqHNUbvgSc87SCc55WcM7TCs55Wos6znmG/BFlynHO829Q5226r4rHOU870kLT2/Rb9/ssui93ifRTDyo6AGAXw3SfEz7AszFWmVN0H/vIGtKb6yHYr/vsT93OgP2+lG6HxKu6HpWWYqLu21KbFKo6LtVfEtBqigw755kurcksvZ9WeDypvbrv5PwayyfqvmcM2O8rr66UfqVFdlzSfex/VVPcBQAAAMBb+QWoILTPJg+jwQAAAABJRU5ErkJggg==)   
  
**Example 3 :**To solve the problem in **Example 2**, there are 3 ways  
**1.** Use the other overloaded version of **Union()**method to which we can pass a custom class that implements **IEqualityComparer**  
**2.**Override **Equals()**and **GetHashCode()**methods in **Employee**class  
**3.** Project the properties into a new anonymous type, which overrides **Equals()**and **GetHashCode()**methods  
  
Project the properties into a new anonymous type, which overrides **Equals()**and **GetHashCode()**methods

List<Employee> list1 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 102, Name = "Susy"},

    new Employee { ID = 103, Name = "Mary"}

};

List<Employee> list2 = new List<Employee>()

{

    new Employee { ID = 101, Name = "Mike"},

    new Employee { ID = 104, Name = "John"}

};

var result = list1.Select(x => new { x.ID, x.Name })

                    .Union(list2.Select(x => new { x.ID, x.Name }));

foreach (var v in result)

{

    Console.WriteLine(v.ID + "\t" + v.Name);

}

**Output :**   
![union in linq c#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAA5CAIAAABGe7lQAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAAIeSURBVHic7ZpbksQgCEWZqV6YS3dp82GV5fBSI77SnL8Y0yIicjsBcBzHcZxb+ZFuxBhDCKilvKR3UctUkjF5RHQpdQBidpVfZXjWoATqQ/uvIY3bMvrjxfuwQ+qc4JqqAVbhjB1Eo0M3qNp/PaUxkpvKDaj357eYzspco5MsQfbkJCBBvcPmjQSOIJ2jIiXRu1o0nYM6rz4HPTDoNEIIMUZ05iqT6ttit3snIe2m5DjUiOsg2oOWEvowa5yo1EGsSagOak/SjuNMxUCL7drDO3MHzeeoJV+W7ewpsMDCqeOOarHXY6PF9iL9y8GWAl2PgKEWY0v4eeT5NIZzVXNJ9DlI+t3F3kl0zZaVpi10RxD96S3eybHT5aMsxNoHGtViyMpj87fiUGQ8muOtWgxqSRcKCdaoubZshWuQwl+spL+EneX4O7hVi7FF4IzRR9+LPS7ATChtmMSoFtu+b2cvyagWOxB2/aSzH/5vz1laTKqyZhPk92JopaUSt4qNFtuVg0BeLUU2dq3i296LVQUaG3QKBlrs/KykM1eLwXl1EJuPW4x0LabhWoznqJruSsy+UYRNe7gxBJSCSMfmG0X2kTXkCeszf7xsNu/Fbj/pFQy0GHuUbqS66ZRikvYf1WKn1Q5lKgBhOektpb/Ze7F8a00cPa7ge9dyVIudHE0mfOM3il0YaDF6d40fpRHZdlQHoYMFNU4x13Ecx3GW8weHVDR3kAsJoQAAAABJRU5ErkJggg==)   
  
**Intersect()**returns the common elements between the 2 collections.  
  
**Example 4 :**Return common elements in numbers1 and numbers2 collections.

int[] numbers1 = { 1, 2, 3, 4, 5 };

int[] numbers2 = { 1, 3, 6, 7, 8 };

var result = numbers1.Intersect(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output :**   
![intersect in linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAhCAIAAABWXBxEAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAABjSURBVDiNY2AYBYMGHDhwAI8sE9k6GRgYWMjTRhgcOHCAfGcTBENUMyNWUcxwcnBwoMSaQQWw+5kB1dukeRg5beFJZ9jTNpFW0SCeIQDuWvIjGY+faZC2CeZkCKBBPI8C2gAACRMqHYng//EAAAAASUVORK5CYII=)   
  
**Except()** returns the elements that are present in the first collection but not in the second collection.  
  
**Example 5:**Return the elements that are present in the first collection but not in the second collection.

int[] numbers1 = { 1, 2, 3, 4, 5 };

int[] numbers2 = { 1, 3, 6, 7, 8 };

var result = numbers1.Except(numbers2);

foreach (var v in result)

{

    Console.WriteLine(v);

}

**Output :**   
![except in linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAuCAIAAABMPRWSAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAACTSURBVEiJ7VZBDoAgDEPjw3j6nuaBZDG6kgKDoNLTAqGwjhVCWPgHNjQhIhrHGGu4RURZrjHCXrPJA4c5WpkCApPO6ygYOltdXd90lm/DoQNIgXMsfI0gS6IgG8pmKaIIyKXMXJoafZxLQd/Vg2jsbF1zg610XpScS/Fy+lS653256eJwU8Z1AHSGomek5/9lYSacSPxR5y41KPsAAAAASUVORK5CYII=)